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**학습목표**

inner class 문법을 배운다.

anonymous inner class 문법을 배운다.

lambda expression 문법을 배운다.
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# inner class

## inner class 란?

어떤 클래스 내부에 정의된 클래스를 inner class라고 부른다.

|  |
| --- |
| class OutterClass {  class InnerClass {  }  } |

inner class 객체를 생성할 때, outter class 객체에 대한 this 가 inner class 객체에 자동으로 전달된다.

그래서 inner class의 메소드에서 outter class 객체에 대한 this 를 사용할 수 있다.

outter class 객체에 대한 this 가 있는 곳에서만 (instance method),

inner class 객체를 생성할 수 있다.

## 예제

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36 | package net.skhu.inner;  public class OutterClass1 {  int a;  class InnerClass {  int b;  void method2() {  b = 5;  this.b = 6;  a = 7;  OutterClass1.this.a = 8;  instanceMethod();  OutterClass1.this.instanceMethod();  // this.instanceMethod(); 컴파일 에러  main(null);  }  }  public void instanceMethod() {  InnerClass obj = new InnerClass();  a = 1;  this.a = 2;  obj.method2();  }  public static void main(String[] args) {  OutterClass o = new OutterClass();  o.instanceMethod();  // InnerClass obj = new InnerClass(); 컴파일 에러  // a = 3; 컴파일 에러  // this.a = 4; 컴파일 에러  }  } |

(줄11~12)

|  |
| --- |
| b = 5;  this.b = 6; |

위 두 줄은, 둘 다 this.b 멤버 변수에 값을 대입하는 코드이다.

b 는 InnerClass 의 멤버 변수이다.

this. 은 생략할 수 있다.

inner class 메소드에서 this 는, inner class 객체를 가르킨다.

(줄13~14)

|  |
| --- |
| a = 7;  OutterClass1.this.a = 8; |

위 두 줄은, 둘 다 OutterClass1.this.a 멤버 변수에 값을 대입하는 코드이다.

a 는 OutterClass1 의 멤버 변수이다.

OutterClass1.this. 은 생략할 수 있다.

inner class 메소드에서, outter class 객체에 대한 this를 사용할 수 있다.

(줄15~16)

|  |
| --- |
| instanceMethod();  OutterClass1.this.instanceMethod(); |

위 두 줄은, 둘 다 OutterClass1.this.instanceMethod() 메소드를 호출하는 코드이다.

instanceMethod() 는 OutterClass1 의 메소드이다.

OutterClass1.this. 은 생략할 수 있다.

inner class 메소드에서, outter class 객체의 메소드를 호출할 수 있다.

(줄17)

|  |
| --- |
| // this.instanceMethod(); 컴파일 에러 |

주석으로 막지 않았다면, 위 코드애서 컴파일 에러가 발생한다.

inner class 메소드에서 this는, 당연히 inner class 객체에 대한 this 이다.

inner class 에 instanceMethod() 메소드가 없으므로, 위 코드에서 컴파일 에러가 발생한다.

(줄18)

|  |
| --- |
| main(null); |

inner class 메소드에서, outter class 의 static 메소드를 호출할 수 있다.

(줄22~27)

|  |
| --- |
| public void instanceMethod() {  InnerClass obj = new InnerClass();  a = 1;  this.a = 2;  obj.method2();  } |

inner class 객체를 생성할 때, outter class 객체에 대한 this 가 전달되어야 한다.

instanceMethod() 메소드는 인스턴트 메소드이기 때문에, this 를 사용할 수 있다.

그래서 inner class 객체도 생성할 수 있다.

|  |
| --- |
| a = 1;  this.a = 2; |

위 두 줄은, 둘 다 this.a 멤버 변수에 값을 대입하는 코드이다.

a 는 OutterClass1 의 멤버 변수이다.

this는 OutterClass1 객체를 가르킨다.

this. 은 생략할 수 있다.

(줄29~33)

|  |
| --- |
| public static void main(String[] args) {  // InnerClass obj = new InnerClass(); 컴파일 에러  // a = 3; 컴파일 에러  // this.a = 4; 컴파일 에러  } |

main 메소드는 static 메소드이다.

static 메소드에서는 this를 사용할 수 없다.

따라서 inner class 객체를 생성할 수 없고,

this.a 를 사용할 수도 없다.

### 요약:

inner class의 객체를 생성할 수 있는 곳은?

outter class의 instance method 에서만...

# static inner class

## static inner class 란?

|  |
| --- |
| class OutterClass {  static class InnerClass {  }  } |

static inner class는, 앞에 static 이 붙은 inner 클래스이다.

static inner class 객체를 생성할 때, outter class 객체에 대한 this 가 전달되지 않는다.

그래서 static inner class의 메소드에서 outter class 객체에 대한 this 를 사용할 수 없다.

outter class 객체에 대한 this 가 없는 곳에서도 (static method),

inner class 객체를 생성할 수 있다.

## 예제

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | package net.skhu.inner;  public class OutterClass2 {  int a;  static class InnerClass {  int b;  void method2() {  b = 5;  this.b = 6;  // a = 7; 컴파일 에러  // OutterClass2.this.a = 8; 컴파일 에러  // instanceMethod(); 컴파일 에러  // this.instanceMethod(); 컴파일 에러  // OutterClass2.this.instanceMethod(); 컴파일 에러  main(null);  }  }  public void instanceMethod() {  InnerClass obj = new InnerClass();  a = 1;  this.a = 2;  obj.method2();  }  public static void main(String[] args) {  InnerClass obj = new InnerClass();  obj.method2();  // a = 3; 컴파일 에러  // this.a = 4; 컴파일 에러  }  } |

|  |
| --- |
| // a = 7; 컴파일 에러  // OutterClass2.this.a = 8; 컴파일 에러  // instanceMethod(); 컴파일 에러  // this.instanceMethod(); 컴파일 에러  // OutterClass2.this.instanceMethod(); 컴파일 에러 |

위 코드들이 에러인 이유는,

static inner 클래스에서는 outter 클래스의 this를 사용할 수 없기 때문이다.

|  |
| --- |
| public static void main(String[] args) {  InnerClass obj = new InnerClass();  obj.method2();  } |

static 메소드인 main 메소드에서도, static inner 클래스 객체를 생성할 수 있다.

# annoymous inner class

## 예제 #1

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45 | package net.skhu.inner;  import java.awt.event.ActionEvent;  import java.awt.event.ActionListener;  import javax.swing.JButton;  import javax.swing.JFrame;  import javax.swing.JOptionPane;  public class OutterClass3 extends JFrame {  String message = "클릭";  public OutterClass3() {  setBounds(100, 100, 450, 300);  setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);  getContentPane().setLayout(null);  JButton button = new JButton("버튼");  button.setBounds(100, 100, 100, 30);  getContentPane().add(button);  ActionListener listener = new MyActionListener(this);  button.addActionListener(listener);  }  public static void main(String[] args) {  OutterClass3 window = new OutterClass3();  window.setVisible(true);  }  }  class MyActionListener implements ActionListener {  OutterClass3 window;  public MyActionListener(OutterClass3 window) {  this.window = window;  }  @Override  public void actionPerformed(ActionEvent e) {  JOptionPane.showMessageDialog(window, window.message);  }  } |

![](data:image/png;base64,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)

### 버튼 클릭

버튼이 클릭될 때 실행되는 코드를 구현하려면,

(1) ActionListener 인터페이스를 구현(implements)한 클래스를 만들고,

actionPerformed 메소드를 재정의해야 한다.

|  |
| --- |
| class MyActionListener implements ActionListener {  OutterClass3 window;  public MyActionListener(OutterClass3 window) {  this.window = window;  }  @Override  public void actionPerformed(ActionEvent e) {  JOptionPane.showMessageDialog(window, window.message);  }  } |

(2) 그렇게 구현한 클래스의 객체를 한 개 생성해야 한다.

|  |
| --- |
| ActionListener listener = new MyActionListener(this); |

(3) 생성된 객체를 버튼에 연결해야 한다.

|  |
| --- |
| button.addActionListener(listener); |

이제 버튼이 클릭되면, MyActionListener 클래스의 actionPerformed 메소드가 즉시 호출된다.

### 메시지 박스

|  |
| --- |
| JOptionPane.showMessageDialog(window, window.message); |

위 코드는 아래와 같은 메시지 박스를 화면에 출력한다.

이 메소드의 첫째 파라미터는, 윈도우 객체이다. 이 윈도우 객체 중앙에 메시지 박스가 위치하게 된다.

이 메소드의 둘째 파라미터는, 화면에 표시할 문자열이다.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARYAAACBCAIAAACKOwJXAAAAAXNSR0IArs4c6QAADdRJREFUeF7tnX9MVNkVxwcEBMQRhVpxpSA2mmWLcQluRcOuu2ttbcpaNvQPSJq2afsH2dhsoukfNtk/Nql/NPpPNxuSWrc2bRhTyepmtKnWVlb8UVdD2Q2Y1FWUBQRdfrigwygM9MCR5/PNmzd37p03zMz7vtyQmffOOe/ez33fnHvve29I2f7BBy5sIAACsgRSSELLN2yQdYcfCMQXgbfefde+Cr3/zjuG4Pfa21PtOx8ig4ATCEBCTuhltNFGApCQjXAR2gkEICEn9DLaaCMBSMhGuAjtBAKQkBN6GW20kQAkZCNci9AjjfXXvP2ufu+1+sYRwSq0NV7d6/WLGfu9e2fiYzMjsOnYMSr6I8F7xMlBQuKspCxnRFJ/VVeErmwRtZDNs5Fnv+4dgHDCddR/amrIRFMRf+CdEhskJAEtUpeqNU1NFbNlTVWkvqHtyxs4ZsWBumyXdop9Kwqid4rkjaSpSFE/RAgSSt7LBC2zJKClHen8w+EhoXi90G73jgtWrb/XJ2gJMx0Bw0BOmg0kJI1O0tHn2U2TlputVu7+vh6Xq+eR2Kxm1rj1fptkfZzppo3fDPMiCRqQkAQ0JZfsugPhJkVt/R5XXpVr+KqIhvrvX7qdXVw8dBkaEu0Xw/xHUUWQkCj3mNn5vc1DVbWrG2qzPMfDr3e3He911ZXsq81rbcZanGAfkWYM85/gPYKhMBcSBxUry35vl6dwTUO5y1W+eo/rZqN1bmm7tb9n1a7qzBnjwt73RO8axaoxjjgPslAMurn15twNHOspkMvVdmu3J2tPw1KuVHnDGtf+qyFV1Harfv943a4nq9hkXOjpCCO5GDTWcaeAhGzu8oLq0rmbQnwbp7Q61I2b/oG9+117mlZTBprbljY0kYpM78aONJJ+DuijWRjb3EhHh4eE4qf7C1bse0Y/XDMShqnqTPeHMo6fRiZfTSCh5OtTtCimBPDbCTHFrZ2MHjPtX3WgtOLqtd29BU1zkx/rutBDcc2rvrWPFg/Cb/SYaZdrV+hBY/gIsBAhQL+dAAmJgIINCJgTwM+P4MoAAVUCmAupEoS/wwlAQg6/ANB8VQKQkCpB+DucACTk8AsAzVclAAmpEoS/wwlAQg6/ANB8VQLm94VGu7tVA8MfBJKOgLuoyNCmkLdWSUKHX3kl6QigQSAgT+CnH39sKiEM5OSZwhMEiAAkhMsABJQIQEJK+OAMApAQrgEQUCIACSnhgzMIQEK4BkBAiQAkpIQPziAACeEaAAElApCQEj44g0DIB3ykn064c+d+W1s3/e3quqfxLSnJLyhY+uKL31i5MjclJYX2819sIJAoBEI9nRBNCXV29p048enkZGrx7JaXl5eRkUGAxsbGHjx4cHt2S0sL7NhRVlq6MjU1lVQEISXKBYR6hpLQgjU7dy5ascIA6NFXX/2wuFic2vj4xJEjl8+du7Fx46atW7cWFhYuXrx4wYIFHGHhwoX0lXaWlZWlp2eeOnWlp2eopORraWlPhpEQkjhqWM4XgePd3Qtzcw1nfzgwEIW5EOnn4MGWhw/T6+vr165da91CMiAzvz/z0KHW0VHf5OTk1NTU9PT0fHHBeUFAkYCqhFg/OTnLt2/fzsM23kpLnymrVj2tJ5mRcW5uweHDF6Aixf6D+7wTUJVQc/OVjIxcGrwFt+Ttt//ApbHxTPBRcsnOzj9+/L+PHj1CLpr36wAVkCagJKGOjt7PP//SVD8iFSLHL74YpSBQkQgu2MQnASUJnTz52ebNm/XjN30j160r4fLcc/mmjSdHcj979gZJaGJiIhAIYFIUn1cJamVBQF5CfX0jtH5tsX7Q0LCNyxtvbAgEzOsw655BC3RIRLhME5SAvITo/ind/LFotjYXOnzY6n/zUpDOzgEkogS9gFBtSQnRiKu/f8RaQhrcZcsWW4CmIIODPk1CWOPGRZlYBCQlRI3s6hrMyckRbO3EREhDeojh7t2HNBfi6RBJSDCmwew7oTe2ND2uPyR3Xng5nICkhHjeT88cqOPj1Qha1+aNIsstKvzTbNNXz3BcveaIAAJEQElCUSRI+Ue7OyQnIYskY5qFolh5hHIyAUkJMbLHjx+rs6OHUCkIjd+0TS5mcBLiOLQfuUgOKbxECEhKiBJFUVHe0NCQyDmsbegh7vz8TP34TSILYZ6j3hGIIEdA8mUHGnR5ve0+X05lZaXpiekZOVrU5kOvvfbSpk0bBgfNa3jp0iWf7/bGjStocWLJkiWLFi2i2VFaWppceyy8SGamRylN8SFDvop6BRAwoQlE+X0hmrp0d3/p8bTX1dUpSsjj8VRU0PsWbpKQ2+0mCdHLEdqLEuLQQykE2hBnCEsLAtH/QWB6/zQ1deL69esi3DND/Jdqcp+c9C1blklv4GmbSMBgm7ArcuRisfBtoUC5+sDLIQQk50L8wunrr6+7ePFi2EWFvj7zMRw5kntZGUkxldIODd5UXmUNuyLH6UhEaQ7pezQzKgQk50I046c7ofRIwZEjVwKBxfT+j6E2NBfSb6Ojrt5eY4VPnz7t9w9UVi6nyQ+N3+guE43laBSXnp4u8R6rynxGxTcq3YAg8U8g+gM5Th07dpSOjd1taWkxILh2zaUvwfohl+HhO+XleRSENMMbfaawKjRFcpFKfPiCgIGAZBaiKHQbhxKR3+8fHh49evRTt/vr9P5PqBcf9Gel8RvrZ8uW/KysdHLJzs6m/EOJKDMzk4SkqCL0MQjYQSD6WYjGWpxA3O7smpoXpqaGm5qawq4ukAGZ0fiN9JOZmUbuNHIj5fD4jQJKDOHs4IWYICBIQP4XfLRrnT7QQkBxsTsry/XJJ52dnf+ju6V8Y4eEQX/p+YPh4eGOjo7z58/39Nxcv979/PNL6N4P5R8yoBREG+cf9YGcYLNhBgKREgj1Cz7yAzmqAS0q0HCObrPSugKN6Hw+3/j4+N27YzdujNy//3hw0K/Vkn5Szu1OLyqim6cz4zRefyP9ZGVlsX7os7YiF2nbYA8CMSAQ5VurWo31KiIhkYRISzTboWlS8DNv2p0fSjiUgkg5JCESD/QTgysAp1AkEP25EFeIRnEkDC2l0JIALwzQRvIgkXCG4QkPa4aPshlLCPlHsXfhPo8ElFaQDSqixMIKoTs8vJFODJt2iPXDj8PxHdV5pIBTg4A0gShISJ+LeHjGi9T8zBtt9PAobfyZ9/P8B/qR7jY4xg+B6EhIUxEvc2tLbTxm028kHhq5kYG2/ob8Ez9XA2oiQSBqEtIP6vQPHLBgWFSGpxAgHokOg0u8EYiyhDQh8TIDaYnXr2njzyoPksYbO9QHBIiALRICWRBwDgFIyDl9jZbaQgASsgUrgjqHACTknL5GS20hAAnZghVBnUMAEnJOX6OlthCAhGzBiqDOIQAJOaev0VJbCCi9L2RLjZIl6P4/Ho2rpuz5xY/iqj4JVxm7XnZIOBCoMAhElwCyUHR5Po3GWWjXL39s1wmE47538C9kiywkDMzcEFlIEaCke/qC1HkvklWHmxgBZCExTpFbcRb69Vs/M3X1tn4WecgwHtVV600tfvf+n5CF1Gnb9dsJ6jVL1ggsod/86uemDfywpf3NrRui2HaLgL/9/SFISB01BnLqDGUipKelmBaKFeqQ3H6LgDL1ho8wAdwXEkYlZRhqIjRzxUd1mmQRUKricBIlAAmJkpKzmwhMmRaKpu2vmN30ZqH28H7NWP9ZH9BwRrmaw0uQACQkCErSbGJy2rRQuMpvv8SFQ2tfyZ73aI5sc+7CZS5sbDDT2xvOKFl1uIkRgITEOMlaWWShf527RIUD8wfeQy5PJDSXwUJ91e9HFpLtIlU/SEiVoLX/ZGDKtJAX7X/95Zn/VHvq7AX6TB/oKxtzTPrKe/irFkf7qt+vNzCc0d4WOj46JGTvJWA9FzpxppVO/91Xt1ChD/SV7blO9JX3IAvZ20lq0SEhNX7hvC3mQnzo2D/OcQz6oBk/0czcPIptfrCtiotmrDejzxbnCldNHJcnAAnJsxPxtMhCNd97mQvH0b4Gpx3a87eTLfqiT1baZ4tziVQVNnIEICE5bqJegalp00L+Hu9Z00L2vD+Ur7afK8FftQ/BXqJ1hZ0UAUhICpuwk4WE6FBd9asWRe/LZoZof/3o31QgIeHesMUQErIFqxY0MDVlWmaTxtSfj50xLXPp5alv8B5DWA4Y6lz2NtLZ0SEhe/vfOgtZHDUMzLiWP6nZFlyQheztwnDR8bJDOEKyx/lJ7draWtMAnddvvbB2tWxsEz+LgM3NzeSAV+4UaeNJbUWAku6TgWnTQuFCHZLbbxFQsupwEyOALCTGKXIrzkLVO980db1xqzvykGE8vrm6yNTC+9GHyELqtPHKnTrDyCKwhL5fXROZmw3Wf/ceg4TUuWIgp85QJkKoVbJY7pepN3yECWAgJ4wqQkP8jlyEwOLdHFko3nsI9UtQAshCCdpxqHasCSALxZo4zucQAng6wSEdjWbaRQASsoss4jqEACTkkI5GM+0iAAnZRRZxHUIAEnJIR6OZdhGAhOwii7gOIQAJOaSj0Uy7CEBCdpFFXIcQgIQc0tFopl0EICG7yCKuQwhAQg7paDTTLgIhHzO164SICwIJS8BdZHwv+F57u7mEEraNqDgIxJQASQgDuZgSx8mSjwAklHx9ihbFlAAkFFPcOFnyEYCEkq9P0aKYEoCEYoobJ0s+AjMrcsnXKrQIBGJG4P8B8wzBfsiz2gAAAABJRU5ErkJggg==)

## 예제 #2

예제#1 과 예제 #2 는 동일하게 작동하는 코드이다.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38 | package net.skhu.inner;  import java.awt.event.ActionEvent;  import java.awt.event.ActionListener;  import javax.swing.JButton;  import javax.swing.JFrame;  import javax.swing.JOptionPane;  public class OutterClass4 extends JFrame {  String message = "클릭";  public OutterClass4() {  setBounds(100, 100, 450, 300);  setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);  getContentPane().setLayout(null);  JButton button = new JButton("버튼");  button.setBounds(100, 100, 100, 30);  getContentPane().add(button);  ActionListener listener = new MyActionListener();  button.addActionListener(listener);  }  public static void main(String[] args) {  OutterClass4 window = new OutterClass4();  window.setVisible(true);  }  class MyActionListener implements ActionListener {  @Override  public void actionPerformed(ActionEvent e) {  JOptionPane.showMessageDialog(OutterClass4.this, message);  }  }  } |

MyActionListener 클래스를 이너 클래스로 구현하였다.

아우터 클래스의 this가 이너 클래스에 자동으로 전달되기 때문에,

그리고 이너 클래스에서 아우터 클래스의 멤버 변수를 사용할 수 있기 때문에,

MyActionListener 클래스의 코드가 간결해졌다.

## 예제 #3

예제#2 와 예제 #3 은 동일하게 작동하는 코드이다.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36 | package net.skhu.inner;  import java.awt.event.ActionEvent;  import java.awt.event.ActionListener;  import javax.swing.JButton;  import javax.swing.JFrame;  import javax.swing.JOptionPane;  public class OutterClass5 extends JFrame {  String message = "클릭";  public OutterClass5() {  setBounds(100, 100, 450, 300);  setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);  getContentPane().setLayout(null);  JButton button = new JButton("버튼");  button.setBounds(100, 100, 100, 30);  getContentPane().add(button);  ActionListener listener = new ActionListener() {  @Override  public void actionPerformed(ActionEvent e) {  JOptionPane.showMessageDialog(OutterClass5.this, message);  }  };  button.addActionListener(listener);  }  public static void main(String[] args) {  OutterClass5 window = new OutterClass5();  window.setVisible(true);  }  } |

anonymous inner class 문법은, 코드를 간결하게 구현하기 위해서, 자식 클래스 이름을 생략한다.

anonymous inner class 문법으로 구현하였다.

|  |
| --- |
| ActionListener listener = new ActionListener() {  @Override  public void actionPerformed(ActionEvent e) {  JOptionPane.showMessageDialog(OutterClass5.this, message);  }  }; |

위 코드가 하는 일은 다음과 같다.

(1) ActionListener 인터페이스를 구현(implements)한 자식 클래스를 만들었다.

이 자식 클래스의 이름은 없다. (anonymous class)

(2) 이 자식 클래스에서 actionPerformed 메소드를 재정의하였다.

(3) 이 자식 클래스의 객체가 하나 생성되고,

(4) 그 객체에 대한 참조가 listener 지역 변수에 대입된다.

## 예제 #4

예제 #3 과 예제 #4 는 동일하게 작동하는 코드이다.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | package net.skhu.inner;  import java.awt.event.ActionEvent;  import java.awt.event.ActionListener;  import javax.swing.JButton;  import javax.swing.JFrame;  import javax.swing.JOptionPane;  public class OutterClass6 extends JFrame {  String message = "클릭";  public OutterClass6() {  setBounds(100, 100, 450, 300);  setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);  getContentPane().setLayout(null);  JButton button = new JButton("버튼");  button.setBounds(100, 100, 100, 30);  getContentPane().add(button);  button.addActionListener(new ActionListener() {  @Override  public void actionPerformed(ActionEvent e) {  JOptionPane.showMessageDialog(OutterClass6.this, message);  }  });  }  public static void main(String[] args) {  OutterClass6 window = new OutterClass6();  window.setVisible(true);  }  } |

|  |
| --- |
| button.addActionListener(new ActionListener() {  @Override  public void actionPerformed(ActionEvent e) {  JOptionPane.showMessageDialog(OutterClass6.this, message);  }  }); |

위 코드가 하는 일은 다음과 같다.

(1) ActionListener 인터페이스를 구현(implements)한 자식 클래스를 만들었다.

이 자식 클래스의 이름은 없다. (anonymous class)

(2) 이 자식 클래스에서 actionPerformed 메소드를 재정의하였다.

(3) 이 자식 클래스의 객체가 하나 생성되고,

(4) 그 객체를 파라미터로 전달하면서, button.addActionListener(생성된객체); 메소드가 호출된다.

## 예제 #5

예제 #4 와 예제 #5 는 동일하게 작동하는 코드이다.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 | package net.skhu.inner;  import javax.swing.JButton;  import javax.swing.JFrame;  import javax.swing.JOptionPane;  public class OutterClass7 extends JFrame {  String message = "클릭";  public OutterClass7() {  setBounds(100, 100, 450, 300);  setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);  getContentPane().setLayout(null);  JButton button = new JButton("버튼");  button.setBounds(100, 100, 100, 30);  getContentPane().add(button);  button.addActionListener(e -> { JOptionPane.showMessageDialog(OutterClass7.this, message); });  }  public static void main(String[] args) {  OutterClass7 window = new OutterClass7();  window.setVisible(true);  }  } |

람다 익스프레션(lambda expression) 문법을 활용하여 구현하였다.

람다 익스프레션은 Java8에 추가된 문법이다.

|  |
| --- |
| new ActionListener() {  @Override  public void actionPerformed(ActionEvent e) {  JOptionPane.showMessageDialog(OutterClass6.this, message);  }  } |

위 코드와 아래 코드는 완전히 동일하다

|  |
| --- |
| e -> { JOptionPane.showMessageDialog(OutterClass7.this, message); } |

람다 익스프레션 문법은, anonymous inner class 문법에서 좀 더 많은 부분을 생략한다.

메소드 파라미터와 메소드 본문만 남기고, 나머지 부분은 생략한다.

## 예제 #6

예제 #5 와 예제 #6 은 동일하게 작동하는 코드이다.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 | package net.skhu.inner;  import javax.swing.JButton;  import javax.swing.JFrame;  import javax.swing.JOptionPane;  public class OutterClass8 extends JFrame {  String message = "클릭";  public OutterClass8() {  setBounds(100, 100, 450, 300);  setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);  getContentPane().setLayout(null);  JButton button = new JButton("버튼");  button.setBounds(100, 100, 100, 30);  getContentPane().add(button);  button.addActionListener(e -> JOptionPane.showMessageDialog(OutterClass8.this, message));  }  public static void main(String[] args) {  OutterClass8 window = new OutterClass8();  window.setVisible(true);  }  } |

|  |
| --- |
| e -> { JOptionPane.showMessageDialog(OutterClass7.this, message); } |

위 코드와 아래 코드는 완전히 동일하다

|  |
| --- |
| e -> JOptionPane.showMessageDialog(OutterClass7.this, message) |

람다 익스프레션에서, 메소드 본문이 간단한 메소드 호출 호출 뿐이라면,

중괄호와 세미콜론을 생략할 수 있다.

람다 익스프레션의 메소드 본문을 표현식(expression) 한 개로 적을 수 있다면,

중괄호와 세미콜론을 생략할 수 있다.